**Introduction to Map Hierarchy**

1. **Introduction to Map Hierarchy**
   * The Collections Framework provides an implementation of the hashmap structure, a fundamental data structure for storing key-value pairs.
2. **How Hashmaps Work**
   * Hashmaps store key-value pairs where:
     + The key represents a value uniquely.
     + The value can be any object, while the key is usually a simple object (string, number, etc.).
     + Keys allow retrieval of their corresponding values.
     + Keys are unique, but values don’t have to be.
     + A key-value pair forms an entry in the hashmap.
3. **Map Interface and Extensions**
   * The **Map interface** implements the key-value pair concept.
   * **SortedMap**: Maintains key-value pairs in sorted order.
   * **NavigableMap**: Extends SortedMap with additional navigation methods.
4. **Map Implementations in JDK**
   * **HashMap**: The most widely used implementation.
   * **LinkedHashMap**: Maintains insertion order of key-value pairs.
   * **IdentityHashMap**: Compares keys by reference (==) instead of equals() and hashCode().
5. **Multimaps**
   * A single key can be associated with multiple values (not directly supported in Java Collections).
   * This behavior can be achieved using maps with lists as values.

![The Map Interface Hierarchy](data:image/png;base64,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)

## **Using the Convenience Factory Methods for Collections to Create Maps**

1. **Java SE 9 Introduced Convenience Factory Methods for Maps**
   * Immutable maps can be created using Map.of() and Map.ofEntries().
2. **Creating Immutable Maps**
   * **For up to 10 key-value pairs** → Use Map.of():

Map<Integer, String> map = Map.of(1, "one", 2, "two", 3, "three");

* + **For more than 10 key-value pairs** → Use Map.ofEntries():

Map<Integer, String> map = Map.ofEntries(

Map.entry(1, "one"),

Map.entry(2, "two"),

Map.entry(3, "three")

);

1. **Restrictions on These Factory Methods**
   * **Maps and entries are immutable** → No modifications allowed after creation.
   * **Null keys and values are not allowed** → Throws NullPointerException if attempted.
   * **Duplicate keys are not permitted** → Results in an IllegalArgumentException.
2. **Potential Interview Questions**
   * How do you create an immutable map in Java?
   * What are the differences between Map.of() and Map.ofEntries()?
   * Why are Map.of() and Map.ofEntries() considered more efficient than traditional HashMap initialization?
   * What happens if you try to insert null in Map.of()?

**Storing Key/Value Pairs in a Map**

### ****Key Points for Interview Preparation****

1. **Rules for Key-Value Relationships**
   * A **key** can be bound to only **one** value.
   * A **value** can be associated with **multiple keys**.
2. **Consequences for Map Structure**
   * **Keys are unique** → Forms a **Set** structure.
   * **Key-value pairs are unique** → Also follows a **Set** structure.
   * **Values can have duplicates** → Behaves like a **Collection**.
3. **Common Map Operations**
   * **Adding a key-value pair** (put(K, V)) → Fails if the key already exists.
   * **Retrieving a value** (get(K)) using its key.
   * **Removing a key-value pair** (remove(K)).
4. **Set-Like Operations on Maps**
   * **Check if empty** (isEmpty()).
   * **Get size** (size()).
   * **Merge another map** (putAll(Map<K, V>)).
   * **Clear all entries** (clear()).

### ****Potential Interview Questions****

### ****Short Answers:****

1️⃣ **How does the uniqueness of keys affect map storage?**

* Keys must be unique; duplicate keys overwrite previous values.
* Keys are stored using hashing (HashMap) or sorting (TreeMap).

2️⃣ **What happens if you try to insert a duplicate key in a Map?**

* The new value replaces the existing one for that key.
* No exception is thrown.

map.put("A", 10);

map.put("A", 20); // Overwrites 10

System.out.println(map.get("A")); // Output: 20

3️⃣ **How can you retrieve all unique keys and values from a Map?**

* **Keys:** map.keySet() (always unique).
* **Values:** new HashSet<>(map.values()) (removes duplicates).
* **Entries:** map.entrySet() (unique key-value pairs).

4️⃣ **Explain the difference between containsKey(K) and containsValue(V).**

* containsKey(K): Checks if a key exists in the map (efficient in HashMap).
* containsValue(V): Checks if a value exists (slower, requires full scan).

5️⃣ **What is the difference between HashMap, LinkedHashMap, and TreeMap regarding ordering?**

* **HashMap**: No ordering, fast lookups.
* **LinkedHashMap**: Maintains insertion order.
* **TreeMap**: Stores keys in **sorted order** (natural or custom comparator).

**Exploring the Map interface**

### ****Key Points for Interview Preparation****

1. **The Map Interface**
   * Base type that models key-value storage in Java.
   * Includes **Map.Entry<K, V>** to represent key-value pairs.
2. **Choosing Key Types Carefully**
   * **Using mutable keys is discouraged** → Mutating a key changes its hash code, making the entry **unrecoverable**.
   * Example of **a bad key choice**:

class MutableKey {

int id;

MutableKey(int id) { this.id = id; }

public void setId(int newId) { this.id = newId; }

@Override public int hashCode() { return id; }

@Override public boolean equals(Object obj) { return (obj instanceof MutableKey) && this.id == ((MutableKey) obj).id; }

}

Map<MutableKey, String> map = new HashMap<>();

MutableKey key = new MutableKey(1);

map.put(key, "Value1");

key.setId(2); // Key mutated!

System.out.println(map.get(key)); // null! Entry is lost due to hash change.

1. **Map.Entry<K, V> Interface**
   * **Methods in Map.Entry**:
     + getKey() → Returns the key.
     + getValue() → Retrieves the value.
     + setValue(value) → Updates the value.
2. **Entries Are Views on the Map**
   * Modifying an entry’s value updates the original map.
   * **Keys cannot be changed** via Map.Entry to prevent corruption.
   * Example:

Map<Integer, String> map = new HashMap<>();

map.put(1, "One");

for (Map.Entry<Integer, String> entry : map.entrySet()) {

System.out.println(entry.getKey() + " -> " +entry.getValue());

entry.setValue("Updated One"); // Changes reflect in the map

}

System.out.println(map.get(1)); // Output: "Updated One"

### ****Potential Interview Questions****

### ****Short Answers:****

1️⃣ **Why should you avoid using mutable objects as map keys?**

* Mutable objects can change after being added to the map, potentially altering their hash code.
* This can break the map's ability to retrieve the correct value because the key's identity might change, leading to unpredictable behavior.

2️⃣ **How does modifying a Map.Entry affect the original map?**

* Modifying the value of a Map.Entry directly **modifies the original map** because Map.Entry is a **view** of the map.
* Changes to the value (using setValue()) are reflected in the map.

Map<String, Integer> map = new HashMap<>();

map.put("A", 1);

Map.Entry<String, Integer> entry = map.entrySet().iterator().next();

entry.setValue(2);

System.out.println(map.get("A")); // Output: 2

3️⃣ **Can you update a key inside Map.Entry? Why or why not?**

* **No**, you cannot update a key in Map.Entry because the key is immutable once it's added to the map.
* Allowing key modification could corrupt the map, as it may change the hash code or map structure.

4️⃣ **Explain the difference between HashMap, TreeMap, and LinkedHashMap in key ordering.**

* **HashMap**: **No specific order** of keys (unordered).
* **TreeMap**: Keys are stored in **sorted order** (natural or based on a custom comparator).
* **LinkedHashMap**: Keys are stored in **insertion order** (preserves the order in which entries were added).